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Abstract

The rapid pace of technology and social change necessitates a process of continuous program improvement for academic programs. ABET accredits educational programs, ensuring that these programs meet criteria such as continuous program improvement. Continuously collecting data, analysis of that data to determine what is, and is not, working, and updating programs accordingly consumes considerable faculty and administrative time. Software tools can help. This paper describes a tool developed and used by our department. This software tool:

1. Reduced the burden of measuring student outcomes for members of our department for six years, and will continue to do so in the future.
2. Received praise by members of two ABET accreditation teams who suggested marketing the software to help other programs seeking, or maintaining, ABET accreditation.
3. Is undergoing enhancements for other departments in our school.

The software was developed by students over multiple offerings of six courses in our curricula.

1. Introduction

The Computer Science Department at Montana Tech houses two undergraduate degree programs that are accredited by separate Accreditation Board for Engineering and Technology (ABET) commissions. The Computer Science (CS) degree is accredited by the Computing Accreditation Commission (CAC), and the Software Engineering (SE) degree is accredited by the Engineering Accreditation Commission (EAC). While there are differences between the accreditation standards of the two commissions, the standards for the assessment of student outcomes are similar.

Student outcomes describe what a student knows or can do by the time of graduation. Assessment is the process that identifies, collects, and prepares data to evaluate the attainment of student outcomes. Effective assessment uses relevant direct, indirect, quantitative and qualitative measures, as appropriate to the outcomes being measured. Evaluation is a process for interpreting the data and evidence accumulated through assessment processes. Evaluation determines the extent to which student outcomes are being attained. Evaluation results in decisions and actions regarding program improvement [1].

All courses in our CS and SE programs have course outcomes, that is, the knowledge and abilities we expect students to have upon successful completion of the course. Each course outcome is tied to one or more student outcomes for the program. A given course outcome, tied to a specific student outcome, contributes to a student’s attainment of that student outcome for that course. Over the course of a student’s progress through the curriculum, that student will encounter multiple sources of attaining a particular student outcome. However, tracking the progress of individual students is not the intention of the process – once an outcome is measured, it is no longer tied to any particular student. We maintain a matrix of which courses contribute to which student outcomes.

Each time a course is offered, the outcomes to which it is tied are measured. These are tabulated across each course every year and are presented at the annual Assessment Committee portion of the Industry Advisory Board meeting. The committee reviews the assessment results of the past year and discusses any problem areas. Because faculty tabulate and compile the results, they are generally aware of any matters that may need attention, and may come to the committee meeting with ideas for change. The committee may agree with these changes and/or suggest changes of their own.

While this approach to the assessment and evaluation of student outcomes was adequate, it was also quite burdensome for faculty members to manually
record, tabulate and then combine results. To facilitate the process, and to provide students with real world software experience, a student project to do exactly that was initiated in 2011. Students in the Requirements and Specifications course first defined the software requirements, Database Design students then defined its underlying database, Software Engineering students prototyped the system, Software Maintenance and Senior Design students enhanced the prototype into a working system and Verification and Validation students suggested improvements that were carried out in additional offerings of the Software Maintenance and Senior Design courses. Over the life of the project, over sixty students and eight faculty members have been involved, and the project has been used in twelve course offerings. This is described in detail by Schahczenski and Ackerman in [6]. The software was named AbOut, for ABET Outcomes.

Data was first recorded into the AbOut software in the spring semester of 2012. By the spring semester of 2013 all faculty members who teach required computing courses in either the CS or SE curricula, were required to use the software to record their assessment data. During the most recent ABET visit in 2016, members of the CAC and members of the EAC assessment teams were impressed with the software and suggested that we market the software to help other programs seeking or maintaining ABET accreditation. Faculty members who use AbOut now, and performed assessment without AbOut in the past, report an average of 50% time savings from AbOut, according to a recent small survey. Additionally, one faculty member who performed the aggregation and tabulation of results for presentation to the Assessment Committee reports an 87.5% time savings over the manual approach.

2. Related work

Many assessment tools are being used in practice. Sanders and McCartney [5] report results of two surveys distributed to the:

1. SIGCSE mailing list, and
2. Charis of all ABET-CAC accredited computer science programs

on the assessment tools they are using. Departments reported on externally produced exams, such as the Major Field Tests in Computer Science, internally produced exams, senior exit surveys, alumni surveys, employer surveys, portfolios, oral exams, and advisory board panels.

While software tools supporting the above activities abound, tools organizing and facilitating higher levels of assessment are rare and critically needed. Abunawass, Lloyd and Rudolf [4] use open-source software, COMPASS (Computer Science Program Assessment), to develop a course delivery system with portfolio analysis. Booth [3] proposes a database template for documenting program outcomes and course objectives usable by many different information technology programs, irrespective of course delivery mechanism. ACAT (ABET Course Assessment Tool), a web-based tool facilitating ABET course assessment has been prototyped, used in several trial cases and shown to be a “viable tool in data collection and reporting” [4].

Both ACAT and AbOut (the tool described in this paper) focus on ABET Criterion 3, an especially burdensome, yet insightful, part of accreditation, easily helped by automation. While ACAT is still in a prototype phase, AbOut is fully functional and has been in use for seven years. AbOut, however, was developed to support our department’s assessment process. It is only now being generalized to accommodate other departments at our school.

3. Assessment and evaluation process

3.1 Student outcomes at the program level

Our department uses the student outcomes as stated by ABET directly. Therefore, we have one set of outcomes for the CS program, and a second set for the SE program. Each required course in the two programs contributes to a subset of the student outcomes for that program. To ensure that all outcomes are covered in at least one course, and preferably more than one, we maintain a matrix mapping student outcomes and courses. If a faculty member wishes to change course outcomes that may affect coverage of student outcomes, that change is brought to the weekly department faculty meeting for discussion before it is approved. The current matrix for the SE program is shown in Figure 1 below.

As described in the Introduction section, all of our courses have course outcomes. Those courses that are required in a given curriculum have one or more student outcomes associated with each course outcome. As an example, all students are required to take the CSCI 135 Fundamentals of Computer Science I course. Course outcome R4 states:

R4. Students will understand and be able to use basic selection and repetition control structures. (CAC-c, i, j; EAC-k)
The parenthetical notation at the end of the course outcome indicates that this outcome contributes to specific CAC and EAC student outcomes. In this case, EAC-k is the outcome, “An ability to use the techniques, skills and modern engineering tools necessary for engineering practice”. Alone, the ability to use conditional and repetition constructs does not cover the entire student outcome, but it is one component of that outcome, and therefore contributes to it. A single course outcome may contribute to several student outcomes, and within a single course, several course outcomes may contribute to a single student outcome.

### 3.3 Course outcome measurement

All instructors teaching core courses are required to measure student attainment of course outcomes. In the previous example, the constructs of selection and repetition are taught as two separate units, and students complete a lab assignment on programming with conditionals one week, and a second one on programming with loop constructs the following week. The instructor can use the student scores on these two assignments to measure overall how well the entire class did on meeting this course outcome.

Not all course outcomes are measured by assignments. It is up to the instructor to determine how best to measure a particular course outcome. In some cases, an outcome may be measured by an exam problem or the combination of one or more exam or quiz questions. In other cases, it may be by peer evaluation, for example, in the case of participation in group projects.

### 3.4 Student outcome assessment at the program level

Combination of individual course outcome measurements by student outcome is done after the completion of an academic year, so all courses offered during the previous semesters (fall, spring and summer) are included. Combining the measurements is done by student outcome at this level. From the matrix in Figure 1, there are 18 courses that contribute to the student outcome EAC-k. Additionally, there may be more than one course outcome in each of those 18 courses that contributes to EAC-k.

The assessment of student outcomes is not concerned with individual student scores, but with whether, as a group, students are achieving that particular outcome. Therefore, while individual student grades will be affected by how well they perform on each of the course outcomes, the assessment process looks at how well they perform on each of the course outcomes, the assessment process looks at how many students achieved a passing level on student outcomes. At this point of assessment, then, the percentage of students achieving a passing score (70%, or C-level) on each student outcome assessed is calculated. The percentage of students who passed is reported for the course offering. These percentages are averaged across all contributing courses in the curriculum to obtain an overall assessment of achievement of a particular student outcome.

### Figure 1. Software engineering course / student outcome matrix

#### 3.2 Student outcomes at the course level

As described in the Introduction section, all of our courses have course outcomes. Those courses that are required in a given curriculum have one or more student outcomes associated with each course outcome. As an example, all students are required to take the CSCI 135 Fundamentals of Computer Science I course. Course outcome R4 states:

R4. Students will understand and be able to use basic selection and repetition control structures. (CAC-c, i; j; EAC-k)

The parenthetical notation at the end of the course outcome indicates that this outcome contributes to specific CAC and EAC student outcomes. In this case, EAC-k is the outcome, “An ability to use the techniques, skills and modern engineering tools necessary for engineering practice”. Alone, the ability to use conditional and repetition constructs does not cover the entire student outcome, but it is one component of that outcome, and therefore contributes to it. A single course outcome may contribute to several student outcomes, and within a single course,
3.5 Student outcome evaluation

So far in the process, we have described the assessment of student outcome achievement, but have not described the evaluation of that assessment. Early on in instituting this process, we defined a performance threshold of 70%. That is, the average across all contributing course offerings would meet each outcome at or above a 70% level. This was later changed to 75% as the software tool made it easy to remove failing or non-majors students from the summaries. Any outcome falling below that level is automatically addressed at the annual Assessment Committee meeting.

The Assessment Committee is responsible for reviewing the results of ongoing assessments and advising the Computer Science department on what changes might be helpful. It is comprised of members of the Industry Advisory Board, the CS Department faculty, one current upper level Computer Science /Software Engineering student, and a CS/SE alumnus who graduated in the last 4 – 5 years. If an IAB member meets the qualification for the alumnus member, then that person may fill both roles. Figure 2 provides a diagrammatic view of the process. The arrows indicate where the software automates the process.

Changes suggested by the assessment committee are added to our Improvement Log, along with a description of metrics we will use to ensure that the improvement made actually did achieve what we had hoped. Dates of implementation and measurement of the change are also documented in the log. The implementation of this entire process, then, closes the loop for continuous improvement.

4. Automation

The assessment and evaluation process just described, while effective, is tedious, error prone and burdensome when done manually. The AbOut software tool was designed and implemented to alleviate this burden.

Two levels of users may interact with the AbOut software: administrator, typically a member of the support staff; and course instructor / faculty. Valid login access is required to use the system, and this is done through the campus wide login validation system.

The administrator has access to create, edit and delete courses, outcomes, semesters and faculty members / users. A course may be added, deleted, associated with a set of outcomes, associated with a faculty member as instructor, and associated with an offering during a particular semester. Outcomes are generally stable, but the administrator may add, delete and edit these if necessary. Semesters can be added as needed, and the default semester can be designated. Faculty members, or those responsible for the instruction of a course may be added, deleted and set to active or inactive as necessary. Finally, the administrator can import a list of students enrolled in course offerings from the course roster.

Faculty members responsible for a given course offering may enter measurements for their course(s), may enter scores achieved by students on each of these measurements, and may add and/or delete students as necessary. Students may be removed from assessment measurement if they drop the course or do not pass it. Recall that we define an outcome as adequately achieved if 75% of students successfully completing the course achieve that outcome at a minimum of 70%. Student who do not successfully complete the course are not included in the assessment.

Finally, both the administrator and faculty users can generate reports at different levels. The reports include an Overview Outcome Report, an Overview Course Report, CORE (Course Outcome Review) Report, an Outcome Report, and a Matrix Report. These are all described in the following sections.
4.1 Student outcomes at the program level

Rather than manually maintain the course outcome / student outcome matrix that ensures we cover all student outcomes sufficiently, the AbOut software provides this report based on the association between course and outcomes as entered by the administrator. Figure 3 below shows the report generated by the AbOut software. If faculty wish to make changes to course outcomes that may affect coverage to student outcomes, the faculty refer to this table to make sure sufficient coverage is maintained. This report can be generated for the Software Engineering program, the Computer Science program, or both.

4.2 Student outcomes at the course level

When a course is created or its outcomes modified, the administrator enters this information into AbOut. Figure 4 shows the page where these student outcomes may be associated with the course by the administrator.

From the faculty perspective, measurements for each of the outcomes may be added, as shown in Figure 5. The faculty member adds an assessment and chooses to which student outcome(s) the assessment applies. Only those student outcomes which are associated with that course will appear in the list. As previously described, these measurements may be an assignment, an exam problem, the combination of one or more exam questions, a quiz, or any other measure that applies to that particular course outcome.

4.3 Course outcome measurement

Once an assessment has been defined, the instructor can enter scores for each student enrolled in the course. The instructor continues to define and enter measurements for assessments until all student outcomes are measured. The software takes care of combining the scores when reports are generated.

A CORE Report can be generated at the course level to see how well outcomes were achieved in a particular course for a particular offering. Figure 6 shows an example of a CORE report.
4.4 Student outcome assessment at the program level

After all instructors have entered measurements for their courses, a report can be generated that shows the achievement of student outcomes across all courses for a given student outcome. This report can be generated by program, or for both programs, and can be run for a single semester or across multiple semesters. Typically the report is generated across all semesters in the previous academic year for use by the Assessment Committee.

Figure 7 below shows the Overview Outcome Report for all courses, both programs, for a single semester. Where a student outcome has not been covered in a single semester, the report shows a dash in the cell, as shown for outcome EAC-d in the figure.

4.5 Student outcome evaluation

The last step in evaluation of student outcomes is to look at those outcomes that have not met our threshold level of achievement. Looking at the data for the 2016/2017 academic year to date, these are the data that would be presented to the Assessment Committee in the fall of 2017. This data is shown in Figure 8.

4.6 Software development

This software was developed by students in several courses. It is a web application (HTML, PHP, JavaScript, and SQL) accessible from our departmental website. Its development served to demonstrate software engineering concepts and provide software development experience to students in the courses Requirements & Specifications, Database Design, Software Engineering, Software Maintenance, Software Verification and Validation, and Senior Design. Major challenges to the system are the navigation system, stored procedures tabulating the data, and coordinating code written by many undergraduates.

5. Results and conclusions

This project contributes to an effective continuous measurement and improvement process, supported by faculty, staff, an advisory board, guidelines, the departmental website, and the special purpose software described in this paper. The software described facilitates measuring student outcomes at a low level of granularity, and viewing results at multiple levels. The software has:

1. Reduced the burden of measuring student outcomes for members of our department for
six years, and will continue to do so in the future.

2. Received praise by members of two ABET accreditation teams who suggested marketing the software to help other programs seeking, or maintaining, ABET accreditation.

3. Is undergoing enhancements for other departments in our school.

Students benefited from envisioning, designing, developing and verifying a medium size software product. We are continuing to use this project in subsequent classes, mainly in software maintenance and senior design.

In conclusion, this paper describes a successful in-house software development project that continues to reduce the burden of low level assessment, standardizes that process, and has helped student learn about software development.

6. Future directions

6.1 Additional process automation

Entering student scores for an assessment measurement can be tedious. In some cases these scores are already kept in an Excel spreadsheet. Enhancing the software to accept input of comma separated scores is under consideration. The AbOut software already facilitates importing and exporting a comma separated roster of student names for a course offering. The software could be adapted to accept selections from spreadsheets that were initially populated from the software.

Using the same assessment measure semester after semester within the same course would enable historic comparisons, helping faculty members see trends in student performance on those measurements. Facilitating easy copying of measurement data (assessment description, points and correspondence to student outcomes) from one semester of a course offering to another, would encourage this. Faculty members need flexibility in defining the measurements they use to collect assessment data, however, repeated use of the same measurement in different semesters can be encouraged.

6.2 Incorporating course outcomes

The current version of the software ties student outcomes directly to courses. The software is oblivious to course outcomes. Connecting assessment measurements to course outcomes, rather than student outcomes, would make the measurements align closer to course content.

Returning to the earlier example, a course outcome for CSCI 135 Fundamentals of Computer Science is R4:

R4. Students will understand and be able to use basic selection and repetition control structures. (CAC-c, i, j; EAC-k)

This course outcome maps to the student outcomes CAC-c, i, j and EAC-k. Assessment measurements associated with this outcome are translatable by the software to the corresponding student outcomes.

6.3 Document consistency

In the future, the software can automatically generate website reports. Currently administrators generate reports via the AbOut tool and add those reports to the website. Inevitably, AbOut data is changed but we forget to update the departmental website. The system can automatically propagate changes to the website, or propagate the changes when requested by an administrator.

If AbOut maintains course outcomes, this information could also be exported directly to the departmental website. Additionally, it could be exported in a format easily added to course syllabi.

6.4 External availability

Currently access to the software is limited to two roles: administrator and faculty. Defining a third observer role would enable members of an accreditation team to view, but not write, all FERPA-acceptable data. While individual measurement data is associated with students enrolled in courses, the remaining data is associated with students so is not sensitive, and can be publicly available.

Part of the accreditation evaluation process includes keeping copies of graded assignments. Expanding the system to store images of graded measurement items would provide one central, easily accessible repository of assessment data and its source.
6.5 Enhancing for other programs

Montana Tech is primarily a STEM institution, and most, if not all, departments in the School of Engineering undergo ABET accreditation. Each department has autonomy in choosing how to address assessment and evaluation criteria specified by ABET. Extending AbOut to allow different approaches and different measurement methods would make the software more portable within our institution. Both the Electrical Engineering and the Petroleum Engineering departments have expressed interest in using AbOut in their assessment process. A senior design project this year began the process of enhancing AbOut to accommodate other departments. This effort is called Stout, for Student Outcomes.

Finally, during our past ABET accreditation visit, ABET evaluators recommended that the department look into marketing our assessment software to other institutions having or seeking ABET accreditation. It is expected that this would require significant exploration of the needs of other departments and enhancements to the software. We would like to encourage any external institutions interested in using the software to contact either of the authors.
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